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Fault injection attacks are known to be able to tamper with the code and the control flow of a program. Several counter-measures have been proposed to thwart such attacks \cite{1,2,4,5}. However, recent work highlights that some vulnerabilities exist in the microarchitecture \cite{3}. As a consequence, the control signals involved in the whole pipelined execution of instructions inside the processor also needs to be protected. Such so-called execution integrity is not covered by state-of-the-art approaches.

We present SCI-FI, a counter-measure against fault injection attacks that guarantees simultaneously code integrity, control-flow integrity and execution integrity. SCI-FI is a mixed hardware and software countermeasure. It combines sequentially two techniques: a signature-based approach and a duplication-based one. Code integrity and control flow integrity are ensured by the signature-based approach, which needs compiler support as well as additional custom instructions. The duplication-based approach guarantees execution integrity until the end of the execution pipeline. The security level provided by SCI-FI highly depends on the signature function as well as the size of the reference signatures. SCI-FI can be implemented with several signature functions, as the properties of the signature function imply a trade-off between security (e.g., number of bit flips that can be detected) and silicon area overhead. It may also impact code size and code slowdown. We also illustrate how signature constructs based on cryptography can also support other security properties, such as authentication.

This poster will cover work already published \cite{6,7} regarding SCI-FI and its implementation in a RISC-V core, and in addition we will describe how SCI-FI handles indirect branches regarding the CFI protection. We will present evaluation results regarding the overheads in terms of silicon area, code size and execution time. These results show that our countermeasure is competitive regarding existing code and control-flow integrity approaches, while also providing control signal integrity. To the best of our knowledge, our countermeasure is the first to cover fault injections targeting the processor microarchitecture.